# Kata Pengantar

Segala puji bagi Allah, Tuhan Yang Maha Esa atas rahmat dan karunia-Nya, sehingga penulis dapat menyelesaikan modul ajar. Tak lupa juga mengucapkan salawat serta salam semoga senantiasa tercurahkan kepada Nabi Besar Muhammad SAW, karena berkat beliau, kita mampu keluar dari kegelapan menuju jalan yang lebih terang.

Adapun, modul kami yang berjudul ‘**PEMBUATAN MINI SCADA HMI DENGAN BAHASA PEMROGRAMAN PYTHON DAN QML UNTUK PLC OUTSEAL’** ini telah selesai kami buat secara semaksimal dan sebaik mungkin agar menjadi manfaat bagi pembaca yang membutuhkan informasi dan pengetahuan mengenai bagaimana pembuatan MINI HMI SCADA untuk PLC outseal.

Dalam modul ini, tertulis bagaimana langkah-langkah pembuatan MINI HMI SCADA untuk PLC outseal dari pembuatan base code hingga bagaimana cara mengintegrasikan ke PLC outseal via MODBUS RTU yang disajikan secara jelas dan detail.

Kami sadar, masih banyak luput dan kekeliruan yang tentu saja jauh dari sempurna tentang modul ini. Oleh sebab itu, kami mohon agar pembaca memberi kritik dan juga saran terhadap karya modul ini agar kami dapat terus meningkatkan kualitas modul.

Demikian modul ini kami buat, dengan harapan agar pembaca dapat memahami informasi dan juga mendapatkan wawasan mengenai pembuatan MINI HMI SCADA untuk PLC outseal serta dapat bermanfaat bagi masyarakat dalam arti luas dan dapat menjadi referensi untuk inovasi-inovasi di bidang otomasi dan pemrograman. Terima kasih.
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# Persiapan

## Instalasi Software Tools

## Instalasi Library Python

## Wiring Hardware

# Jobsheet 0 : Base Code

## Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ###

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

#########memanggil Library modbus################################

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

#---------------DEKLARASI VARIABEL----------------------------#

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

#----------------------------------------------------------------#

def modbus\_data\_process(num):

while True:

pass

########## memanggil class table di mainloop ######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

## Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "#FF96C5"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

}

# Jobsheet 1 : Digital Output

## Single Output

### Program Ladder
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### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

#---------------DEKLARASI VARIABEL----------------------------#

button1\_status = 0

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

#PROGRAM UNTUK MENERIMA DATA DARI QML

@pyqtSlot(int)

def button1(self, message):

global button1\_status

print(message)

button1\_status = message

#----------------------------------------------------------------#

#------MEMPROSES DATA MODBUS ------------------------------------#

def modbus\_data\_process(num):

while True:

if (button1\_status == 1):

client.write\_coil(128, True, unit=int(slave\_id))

else:

client.write\_coil(128, False, unit=int(slave\_id))

'''

note : jika button bernilai 1 maka python mengirim nilai true ke alamat modbus 128 alias

B1 untuk menyalakan lampu, begitupun sebaliknya

'''

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "#FF96C5"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

Button{

id : button1

x : 50

y : 150

width : 90

height : 90

checkable : true

checked : false

Rectangle {

id : button1\_color

width : parent.width

height : parent.height

color : "#340040"

}

Text{

x: 10

y : 10

text : "button1"

//font.family : "Comic Sans"

font.pixelSize : 15

}

}

Timer{

id:guitimer

interval: 200

repeat: true

running: true

onTriggered: {

if (button1.checked == true){

button1\_color.color = "#F2055C"

backend.button1("1")

}

if (button1.checked == false){

button1\_color.color = "#340040"

backend.button1("0")

}

}

}

}

## Multiple Output

### Program Ladder

### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

###############DECLARE VARIABLES#############

button1\_status = 0

button2\_status = 0

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(int)

def button1(self, message):

global button1\_status

#print(message)

button1\_status = message

@pyqtSlot(int)

def button2(self, message):

global button2\_status

#print(message)

button2\_status = message

#----------------------------------------------------------------#

def modbus\_data\_process(num):

while True:

if (button1\_status == 1):

client.write\_coil(128, True, unit=int(slave\_id))

else:

client.write\_coil(128, False, unit=int(slave\_id))

if (button2\_status == 1):

client.write\_coil(129, True, unit=int(slave\_id))

else:

client.write\_coil(129, False, unit=int(slave\_id))

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "#FF96C5"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

Button{

id : button1

x : 50

y : 150

width : 90

height : 90

checkable : true

checked : false

Rectangle {

id : button1\_color

width : parent.width

height : parent.height

color : "#340040"

}

Text{

x: 10

y : 10

text : "button1"

//font.family : "Comic Sans"

font.pixelSize : 15

}

}

Button{

id : button2

x : 50

y : 250

width : 90

height : 90

checkable : true

checked : false

Rectangle {

id : button2\_color

width : parent.width

height : parent.height

color : "#340040"

}

Text{

x: 10

y : 10

text : "button2"

//font.family : "Comic Sans"

font.pixelSize : 15

}

}

Timer{

id:guitimer

interval: 200

repeat: true

running: true

onTriggered: {

if (button1.checked == true){

button1\_color.color = "#F2055C"

backend.button1("1")

}

if (button1.checked == false){

button1\_color.color = "#340040"

backend.button1("0")

}

if (button2.checked == true){

button2\_color.color = "#F2055C"

backend.button2("1")

}

if (button2.checked == false){

button2\_color.color = "#340040"

backend.button2("0")

}

}

}

}

# Jobsheet 2 : Digital Input

## Single Input

### Program Ladder
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### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

###############DECLARE VARIABLES#############

indicator1\_status = ""

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(result=str)

def indicator1\_status(self): return indicator1\_status

#----------------------------------------------------------------#

def modbus\_data\_process(num):

global request

global request\_coil

global indicator1\_status

while True:

request\_coil = client.read\_coils(address=0,count=15,unit=int(slave\_id))

request = client.read\_holding\_registers(address=0,count=0x7,unit=int(slave\_id))

try:

print(request.registers)

#print(request\_coil.bits[8], request\_coil.bits[9], request\_coil.bits[10], request\_coil.bits[11])

if (request\_coil.bits[8] == 0):

indicator1\_status = "off"

else:

indicator1\_status = "on"

except:

pass

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "#FF96C5"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

Rectangle {

id : indicator1\_color

x: 50

y : 100

width : 250

height : 40

color : "#340040"

Text {

id : indicator1

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

font.family : "HarmoniaSansW01-Bold"

font.pixelSize : 20

text : "R9"

color : "#07F2F2"

}

}

Timer{

id:guitimer

interval: 200

repeat: true

running: true

onTriggered: {

if (backend.indicator1\_status() == "off"){

indicator1.text = "R9 : 0"

indicator1\_color.color = "#340040"

}

if (backend.indicator1\_status() == "on"){

indicator1.text = "R9 : 1"

indicator1\_color.color = "#F2055C"

}

}

}

}

## Multiple Input

### Program Ladder

### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

###############DECLARE VARIABLES#############

indicator1\_status = ""

indicator2\_status = ""

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(result=str)

def indicator1\_status(self): return indicator1\_status

@pyqtSlot(result=str)

def indicator2\_status(self): return indicator2\_status

#----------------------------------------------------------------#

def modbus\_data\_process(num):

global request

global request\_coil

global indicator1\_status

global indicator2\_status

while True:

request\_coil = client.read\_coils(address=0,count=15,unit=int(slave\_id))

request = client.read\_holding\_registers(address=0,count=0x7,unit=int(slave\_id))

try:

print(request.registers)

#print(request\_coil.bits[8], request\_coil.bits[9], request\_coil.bits[10], request\_coil.bits[11])

if (request\_coil.bits[8] == 0):

indicator1\_status = "off"

else:

indicator1\_status = "on"

if (request\_coil.bits[9] == 0):

indicator2\_status = "off"

else:

indicator2\_status = "on"

except:

pass

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "#FF96C5"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

Rectangle {

id : indicator1\_color

x: 50

y : 100

width : 250

height : 40

color : "#340040"

Text {

id : indicator1

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

font.family : "HarmoniaSansW01-Bold"

font.pixelSize : 20

text : "R9"

color : "#07F2F2"

}

}

Rectangle {

id : indicator2\_color

x: 50

y : 160

width : 250

height : 40

color : "#340040"

Text {

id : indicator2

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

font.family : "HarmoniaSansW01-Bold"

font.pixelSize : 20

text : "R10"

color : "#07F2F2"

}

}

Timer{

id:guitimer

interval: 200

repeat: true

running: true

onTriggered: {

if (backend.indicator1\_status() == "off"){

indicator1.text = "R9 : 0"

indicator1\_color.color = "#340040"

}

if (backend.indicator1\_status() == "on"){

indicator1.text = "R9 : 1"

indicator1\_color.color = "#F2055C"

}

if (backend.indicator2\_status() == "off"){

indicator2.text = "R10 : 0"

indicator2\_color.color = "#340040"

}

if (backend.indicator2\_status() == "on"){

indicator2.text = "R10 : 1"

indicator2\_color.color = "#F2055C"

}

}

}

}

# Jobsheet 3 : Analog Input

## Basic

### Program Ladder
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### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

##########################################

analog = 0

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(result=int)

def sensor(self): return analog

#----------------------------------------------------------------#

def modbus\_data\_process(num):

global request

global request\_coil

global analog

while True:

request = client.read\_holding\_registers(address=0,count=0x7,unit=int(slave\_id))

request\_coil = client.read\_coils(address=0,count=15,unit=int(slave\_id))

try:

analog = request.registers[0]

except:

pass

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "black"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

CircularGauge {

id : gauge

x: 10

y: 70

height : 250

width : 250

value: 0

minimumValue: 0

maximumValue: 100

style: CircularGaugeStyle {

labelStepSize: 10

}

}

Timer{

id:tmgauge

interval: 200

repeat: true

running: true

onTriggered: {

gauge.value = backend.sensor()

}

}

}

## Customize

### Program Ladder
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### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

##########################################

analog = 0

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(result=int)

def sensor(self): return analog

#----------------------------------------------------------------#

def modbus\_data\_process(num):

global request

global request\_coil

global analog

while True:

request = client.read\_holding\_registers(address=0,count=0x7,unit=int(slave\_id))

request\_coil = client.read\_coils(address=0,count=15,unit=int(slave\_id))

try:

analog = request.registers[0]

except:

pass

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

import "controls"

Window {

id : root

width: 800

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "black"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

CircularSlider {

id: gauge

hideProgress: true

hideTrack: true

width: 300

height: 300

interactive: false

value: 75

minValue: 0

maxValue: 100

Repeater {

model: 72

Rectangle {

id: indicator

width: 5

height: 20

radius: width / 2

color: indicator.angle > gauge.angle ? "#16171C" : "#F2055C"

readonly property real angle: index \* 5

transform: [

Translate {

x: gauge.width / 2 - width / 2

},

Rotation {

origin.x: gauge.width / 2

origin.y: gauge.height / 2

angle: indicator.angle

}

]

}

}

Text{

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

text : gauge.value

font.pixelSize : 30

color : "white"

}

}

CircularSlider {

id: gauge2

x: 350

y: 0

value: 0

//onValueChanged: handlePage.newVal = value

interactive: false

width: 300

height: 300

startAngle: 40

endAngle: 320

rotation: 180

trackWidth: 5

progressWidth: 20

minValue: 0

maxValue: 100

progressColor: "#F2055C"

capStyle: Qt.FlatCap

handle: Rectangle {

transform: Translate {

x: (gauge2.handleWidth - width) / 2

y: gauge2.handleHeight / 2

}

width: 10

height: gauge2.height / 2

color: "#05F26C"

radius: width / 2

antialiasing: true

border.width : 3

border.color : "#340040"

}

Text {

anchors.centerIn: parent

anchors.verticalCenterOffset: -40

rotation: 180

font.pointSize: 20

color: "white"

text: Number(gauge2.value).toFixed()

//font.family : "HarmoniaSansW01-Bold"

}

}

Timer{

id:tmgauge

interval: 200

repeat: true

running: true

onTriggered: {

gauge.value = backend.sensor()

gauge2.value = backend.sensor()

}

}

}

# Jobsheet 4 : Analog Output

## Basic

### Program Ladder
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### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

##########################################

slider = ""

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(int)

def slider(self, message):

#print(message)

global slider

slider = message

#----------------------------------------------------------------#

def modbus\_data\_process(num):

global request

global request\_coil

global analog

while True:

request = client.read\_holding\_registers(address=0,count=0x7,unit=int(slave\_id))

request\_coil = client.read\_coils(address=0,count=15,unit=int(slave\_id))

try:

client.write\_register(0, slider\*10 ,unit=int(slave\_id))

except:

pass

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "black"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

Slider {

id : slider

x: 10

y: 70

height : 250

width : 250

value: 0

from: 0

to: 100

}

Timer{

id:tmgauge

interval: 200

repeat: true

running: true

onTriggered: {

backend.slider(slider.value)

}

}

}

## Customize

### Program Ladder

![](data:image/png;base64,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)

### Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

##########################################

slider = ""

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(int)

def slider(self, message):

#print(message)

global slider

slider = message

#----------------------------------------------------------------#

def modbus\_data\_process(num):

global request

global request\_coil

global analog

while True:

request = client.read\_holding\_registers(address=0,count=0x7,unit=int(slave\_id))

request\_coil = client.read\_coils(address=0,count=15,unit=int(slave\_id))

try:

client.write\_register(0, slider\*10 ,unit=int(slave\_id))

except:

pass

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

### Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

import "controls"

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "black"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

CircularSlider {

id: gauge

hideProgress: true

hideTrack: true

width: 300

height: 300

interactive: true

value: 0//(gauge2.value).toFixed()

minValue: 0

maxValue: 100

Repeater {

model: 72

Rectangle {

id: indicator

width: 5

height: 20

radius: width / 2

color: indicator.angle > gauge.angle ? "#16171C" : "#F2055C"

readonly property real angle: index \* 5

transform: [

Translate {

x: gauge.width / 2 - width / 2

},

Rotation {

origin.x: gauge.width / 2

origin.y: gauge.height / 2

angle: indicator.angle

}

]

}

}

Text{

anchors.horizontalCenter: parent.horizontalCenter

anchors.verticalCenter: parent.verticalCenter

text : gauge.value

font.pixelSize : 30

color : "white"

}

}

CircularSlider {

id: gauge2

x: 350

y: 0

value: 0//gauge.value

//onValueChanged: handlePage.newVal = value

interactive: true

width: 300

height: 300

startAngle: 40

endAngle: 320

rotation: 180

trackWidth: 5

progressWidth: 20

minValue: 0

maxValue: 100

progressColor: "#F2055C"

capStyle: Qt.FlatCap

handle: Rectangle {

transform: Translate {

x: (gauge2.handleWidth - width) / 2

y: gauge2.handleHeight / 2

}

width: 10

height: gauge2.height / 2

color: "#05F26C"

radius: width / 2

antialiasing: true

border.width : 3

border.color : "#340040"

}

Text {

anchors.centerIn: parent

anchors.verticalCenterOffset: -40

rotation: 180

font.pointSize: 20

color: "white"

text: Number(gauge2.value).toFixed()

//font.family : "HarmoniaSansW01-Bold"

}

}

Timer{

id:tmgauge

interval: 200

repeat: true

running: true

onTriggered: {

backend.slider(gauge2.value)

gauge.value = (gauge2.value).toFixed()

}

}

}

# Jobsheet 5 : Historical Graph

## Program Ladder
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## Program Python

###### PROGRAM MEMANGGIL WINDOWS PYQT5 ##########################

####### memanggil library PyQt5 untuk Graphical User Interface ##################################

#----------------------------------------------------------------#

from PyQt5.QtCore import \*

from PyQt5.QtGui import \*

from PyQt5.QtQml import \*

from PyQt5.QtWidgets import \*

from PyQt5.QtQuick import \*

import sys

import threading

#----------------------------------------------------------------#

import pymodbus

from pymodbus.pdu import ModbusRequest

from pymodbus.client.sync import ModbusSerialClient as ModbusClient

from pymodbus.register\_read\_message import ReadInputRegistersResponse

from pymodbus.transaction import ModbusRtuFramer

import serial

import time

##########################################

analog = 0

#---------------SCAN AVAILABLE MODBUS PORT -------------------#

def serial\_ports():

if sys.platform.startswith('win'):

ports = ['COM%s' % (i + 1) for i in range(256)]

elif sys.platform.startswith('linux') or sys.platform.startswith('cygwin'):

# this excludes your current terminal "/dev/tty"

ports = glob.glob('/dev/tty[A-Za-z]\*')

elif sys.platform.startswith('darwin'):

ports = glob.glob('/dev/tty.\*')

else:

raise EnvironmentError('Unsupported platform')

result = []

for port in ports:

try:

s = serial.Serial(port)

s.close()

result.append(port)

except (OSError, serial.SerialException):

pass

return result

print(str(serial\_ports()))

port = input("modbus port : ")

baudrate = input("modbus baudrate : ")

slave\_id = input("slave id : ")

client = ModbusClient(method='rtu', port=port, baudrate=int(baudrate), parity='N', timeout=4,strict=False)

connection = client.connect()

########## mengisi class table dengan instruksi pyqt5#############

#----------------------------------------------------------------#

class table(QObject):

def \_\_init\_\_(self, parent = None):

super().\_\_init\_\_(parent)

self.app = QApplication(sys.argv)

self.engine = QQmlApplicationEngine(self)

self.engine.rootContext().setContextProperty("backend", self)

self.engine.load(QUrl("main.qml"))

sys.exit(self.app.exec\_())

@pyqtSlot(result=int)

def get\_tiempo(self):

date\_time = QDateTime.currentDateTime()

unixTIME = date\_time.toSecsSinceEpoch()

#unixTIMEx = date\_time.currentMSecsSinceEpoch()

return unixTIME

@pyqtSlot(result=int)

def sensor(self): return analog

#----------------------------------------------------------------#

def modbus\_data\_process(num):

global request

global request\_coil

global analog

while True:

request = client.read\_holding\_registers(address=0,count=0x7,unit=int(slave\_id))

request\_coil = client.read\_coils(address=0,count=15,unit=int(slave\_id))

try:

analog = request.registers[0]

except:

pass

########## memanggil class table di mainloop######################

#----------------------------------------------------------------#

if \_\_name\_\_ == "\_\_main\_\_":

t1 = threading.Thread(target=modbus\_data\_process, args=(10,))

t1.start()

main = table()

#----------------------------------------------------------------#

## Program QML

import QtQuick 2.12

import QtQuick.Window 2.13

import QtQuick.Controls 2.0

import QtQuick.Controls.Styles 1.4

import QtQuick.Extras 1.4

import QtQuick.Extras.Private 1.0

import QtCharts 2.1

Window {

id : root

width: 400

//maximumWidth : 1280

//minimumWidth : width

height: 400

//maximumHeight : 800

//minimumHeight : height

title:"membuat MINI SCADA HMI"

color : "black"

visible: true

//flags: Qt.WindowMaximized //Qt.Dialog

Rectangle {

x: 0

y: 0

width: parent.width

height: parent.height

color:"#47B5FF"

ChartView {

id : cv

//title: "PAYOUT ROPE"

antialiasing: true

legend.visible: false

height: parent.height

anchors.right: parent.right

anchors.left: parent.left

//theme: ChartView.ChartThemeLight

backgroundColor:"#1089FF"

property int timcnt: 0

property double valueCH1: 0

property double valueCH2: 0

property double valueCH3: 0

property double valueCH4: 0

//property double valueTM1: 0

property double periodGRAPH: 30 // Seconds

property double startTIME: 0

property double intervalTM: 200 // miliseconds

ValueAxis{

id:yAxis1

min: 0

max : 100

tickCount: 1

//labelFormat: "%d"

labelsColor: "yellow"

}

LineSeries {

//name: "LineSeries"

name: "AIN 0"

id:lines1

width: 4

color: "#21209C"

axisY: yAxis1

axisX: DateTimeAxis {

id: eje4

//format: "yyyy MMM"

format:"HH:mm:ss.z"

//format:"mm:ss.z"

}

}

}

}

Timer{

id:tm

interval: cv.intervalTM

repeat: true

running: true

onTriggered: {

cv.timcnt = cv.timcnt + 1

cv.valueCH1 = backend.sensor()

if (lines1.count>cv.periodGRAPH\*100/cv.intervalTM){

lines1.remove(0)

}

lines1.append(cv.startTIME+cv.timcnt\*cv.intervalTM ,cv.valueCH1)

lines1.axisX.min = new Date(cv.startTIME-cv.periodGRAPH\*100 + cv.timcnt\*cv.intervalTM)

lines1.axisX.max = new Date(cv.startTIME + cv.timcnt\*cv.intervalTM)

}

}

Component.onCompleted: {

cv.startTIME = backend.get\_tiempo()\*1000

}

}